**JAVA**

Que es JAVA?

Java es un lenguaje de programación de propósitos generales. Podemos usar Java para desarrollar el mismo tipo de aplicaciones que programamos con otros lenguajes como C o Pascal.

Habitualmente, tendemos a asociar el término “Java” al desarrollo de páginas de Internet porque permite “incrustar” programas dentro de las páginas Web para que sean ejecutados en el navegador del usuario. Estos son los famosos Applets, que fueron muy promocionados durante los años noventa pero que hoy en día son obsoletos y, prácticamente, quedaron en desuso.

Tampoco debemos confundir Java con JavaScript. El primero es el lenguaje de programación. El segundo es un lenguaje de scripting que permite agregar cierta funcionalidad dinámica en las páginas Web.

No obstante, podemos utilizar Java para desarrollar páginas Web. La tecnología Java que permite construir este tipo de aplicaciones está basada en el desarrollo de Servlets, que se conoce como JEE (Java Enterprise Edition).

JEE es un conjunto de bibliotecas que permiten desarrollar “aplicaciones empresariales” con Java. Es decir que para programar con JEE primero debemos conocer el lenguaje de programación Java.

Java, como lenguaje de programación, se caracteriza por dos puntos bien definidos:

• Es totalmente orientado a objetos.

• La sintaxis del lenguaje es casi idéntica a la del lenguaje C++.

Más allá de esto, debemos mencionar que incluye una biblioteca muy extensa (árbol de clases) que provee funcionalidad para casi todo lo que el programador pueda necesitar. Esto abarca desde manejo de cadenas de caracteres (strings) hasta Sockets (redes, comunicaciones), interfaz gráfica, etcétera.

¿Que es la JVM?

Los programas Java son ejecutados dentro de una máquina virtual comúnmente llamada JVM (Java Virtual Machine) o también JRE (Java Runtime Enviroment). Esto significa que para poder correr cualquier programa Java previamente debemos tener instalado el JRE. Muchos sistemas operativos traen el JRE preinstalado. Otros (como Windows) no lo traen y es necesario instalarlo manualmente.

El JRE define un entorno único y homogéneo sobre el cual se ejecutarán los programas Java. Como existen versiones disponibles JRE para prácticamente todos los sistemas operativos y todas las arquitecturas de hardware, decimos que Java es un lenguaje multiplataforma.

Dicho de otro modo: un mismo programa Java puede correr en una PC con Windows, en una PC con Linux, en una Mac, en un equipo Sun con Solaris, etc. Solo debemos tener instalado el JRE correspondiente.

Dado que Java establece un estándar las diferentes empresas de tecnología están habilitadas para proveer sus propias implementaciones de JRE, obviamente, todos compatibles entre sí. Esto significa que existe un JRE desarrollado por Oracle, otro desarrollado por IBM, etcétera.

Si además de ejecutar aplicaciones Java queremos poderlas programar debemos instalar el JDK (el compilador).

¿Cómo maneja la memoria?

Cada vez que creamos un objeto estamos tomando memoria dinámicamente. El objeto funciona como un puntero que apunta a esta memoria dinámica. En lenguajes como C o Pascal, luego de utilizar memoria dinámica, tenemos que liberarla para que otros procesos la puedan usar.

En Java esto no es responsabilidad del programador. Dentro de la máquina virtual, existe un proceso que se ocupa de buscar y liberar la memoria que queda desreferenciada.

Definición de variables

Podemos definir variables en cualquier parte del código simplemente indicando el tipo de

datos y el nombre de la variable (identificador).

Identificadores válidos son:

fecha

iFecha

fechaNacimiento

fecha\_nacimiento

fecha3

\_fecha

Identificadores NO válidos son:

3fecha

fecha-nacimiento

fecha+nacimiento

-fecha

Comentarios en el código

Java soporta comentarios in-line (de una sola línea) y comentarios de varias líneas.

Comentarios de una sola línea:

// esto es una linea de codigo comentada

Java admite los mismos tipos de co-

mentarios que C: comentarios "en

línea" que comienzan con // y co-

mentarios en bloque delimitados por

/\* y \*/ .

Comentarios de más de una línea:

/\*

Estas son varias

lineas de codigo

comentadas

\*/

Estructuras de decisión

En Java disponemos de tres estructuras de decisión o estructuras condicionales:

Decisión simple: if

Decisión múltiple: switch

Decisión in-line: a>b ? "a es Mayor" : "a es Menor"

Comenzaremos analizando la sentencia if cuya estructura es la siguiente:

if( condicion ) {

accion1;

} else {

accion2;

}

La decisión múltiple switch tiene la siguiente estructura:

switch(variableEntera) {

case valor1:

accionA;

accionB;

break;

case valor2:

accionX;

accionY;

break;

default:

masAcciones;

}

Dependiendo del valor de variableEntera , el programa ingresará por el case , cuyo valor coincide con el de la variable. Se ejecutarán todas las acciones desde ese punto hasta el final, salvo que se encuentre una sentencia break que llevará al control del programa hasta la llave que cierra el switch. Por este motivo, es muy importante recordar poner siempre el break al finalizar cada case.

En caso de que el usuario haya ingresado un valor para el cual no hemos definido ningún case entonces el programa ingresará por default.

Notemos también que utilizamos la sentencia break para finalizar cada case. Esto es muy importante ya que si no la utilizamos el programa, luego de entrar al case correspondiente, seguirá secuencialmente ejecutando todas las sentencias posteriores.

Estructuras iterativas

Disponemos de tres estructuras iterativas: el while , el do-while y el for .

Nuevamente, para aquellos que conocen lenguaje C estas instrucciones son idénticas.

Comencemos por analizar el uso del while cuya estructura es la siguiente:

while(condicion) {

accion1;

accion2;

}

El ciclo itera mientras condición resulte verdadera.

Vemos que el ciclo while itera mientras que el valor de i sea menor o igual que el valor de n (que fue ingresado por teclado). Por cada iteración mostramos el valor de la variable i y luego la incrementamos.

Analicemos el ciclo do-while cuya estructura es la siguiente:

do

{

accion1;

accion2;

}

while( condicion );

Este ciclo también itera mientras se verifique la condición, pero a diferencia del ciclo anterior en este caso la entrada al ciclo no está condicionada; por lo tanto, las acciones encerradas entre el do y el while se ejecutarán al menos una vez.

Por último, veremos el ciclo for cuya estructura es la siguiente:

for( inicializacion; condicion; incremento )

{

accion1;

accion2;

}

Este ciclo tiene tres secciones separadas por ; (punto y coma). En la primera sección, se define e inicializa una variable entera que llamaremos variable de control. En la segunda sección, se especifica una condición lógica que (frecuentemente) estará en función de esta variable. En la tercera sección, se define el incremento de la variable de control.

Definición de constantes

Las constantes se definen fuera de los métodos utilizando el modificador final.

Habitualmente, se las define como públicas y estáticas ( public, static ). Más adelante, explicaremos el significado de public, static y “método”.

Arrays

En Java los arrays comienzan siempre desde cero.

Un array es un conjunto de variables del mismo tipo cuyas direcciones de memoria son contiguas. Esto permite definir un nombre para el array (conjunto de variables) y acceder a cada elemento del conjunto (a cada variable) a través del nombre común (nombre del array) más un subíndice que especifica la posición relativa del elemento al que queremos acceder.

En Java los arrays comienzan siempre desde cero y se defi nen de la siguiente manera:

// define un array de 10 elementos enteros numerados de 0 a 9

int arr[] = new int[10];

También podemos construir un array de n elementos, siendo n una variable.

int n = 10;

int arr[] = new int[n];

Debe quedar claro que el array es estático. Una vez definido su tamaño este será fijo. No se pueden agregar ni eliminar elementos en un array.

Para acceder a un elemento del array, lo hacemos a través de un subíndice.

// asigno el numero 123 en la posicion 5 del array arr

arr[5] = 123;

Si conocemos de antemano los valores que vamos a almacenar en el array entonces podemos definirlo “por extensión”. Esto crea el array con la dimensión necesaria para contener el conjunto de valores y asigna cada elemento del conjunto en la posición relativa del array.

// creo un array de Strings con los nombres de los Beatles

String beatles[] = { "John", "Paul", "George", "Ringo" };

En Java los arrays son objetos y tienen un atributo length que indica su dimensión.

// imprime en consola cuantos son los Beatles

System.out.println("Los Beatles son: "+ beatles.length);

Notemos también que no es lo mismo “definir” un array que “crear (o instanciar)” el array.

// definimos un array de Strings (aun sin dimensionar)

String arr[];

// creamos (instanciamos) el array

arr = new String[10];

O bien

// definimos e instanciamos el array de 10 Strings

String arr[] = new String[10]

Matrices

Una matriz es un array de dos dimensiones. Se definen de la siguiente manera:

// define una matriz de enteros de 3 filas por 4 columnas

int mat[][]=new int[3][4];

Literales de cadenas de caracteres

Una cadena de caracteres literal se representa encerrada entre comillas dobles, por ejemplo: "Esto es una cadena" . En cambio, un carácter literal se representa encerrado entre comillas simples, por ejemplo: 'A' .

En Java las cadenas son tratadas como objetos, por lo tanto, "Esto es una cadena" es un objeto y podemos invocar sus métodos como veremos a continuación:

// imprime ESTO ES UNA CADENA (en mayusculas)

System.out.println( "Esto es una cadena".toUpperCase() );

En cambio, los caracteres son valores numéricos enteros. Por ejemplo, 'A' es, en realidad, el valor 65 ya que este es el código ASCII de dicho carácter.

Notemos además que no es lo mismo "A" que 'A' . El primero es una cadena de caracteres que contiene un único carácter; es un objeto. El segundo es un char ; un valor numérico.

Tratamiento de Strings

Como vimos anteriormente, las cadenas de caracteres son tratadas como objetos porque String no es un tipo de datos simple. String es una clase.

Aún no hemos explicado nada sobre clases y objetos y tampoco explicaremos nada ahora ya que este tema se tratará en detalle en el siguiente capítulo.

Sin embargo, el lector ya habrá llegado a la conclusión de que un objeto es una variable que además de contener información contiene los métodos (o funciones) necesarios para manipular esta información. Agreguemos también que las clases definen los tipos de datos de los objetos.

Con esta breve e informal definición, podremos estudiar algunos casos de manejo de cadenas de caracteres sin necesidad de tratar en detalle el tema de objetos que es ajeno a este capítulo.

Acceso a los caracteres de un String

Una cadena representa una secuencia finita de cero o más caracteres numerados a partir

de cero. Es decir que la cadena "Hola" tiene 4 caracteres numerados entre 0 y 3.

El método charAt retorna al carácter (tipo char ) ubicado en una posición determinada. El método length retorna la cantidad de caracteres que tiene la cadena.

No debemos confundir el atributo length de los arrays con el método length de los strings. En el caso de los arrays, por tratarse de un atributo se lo utiliza sin paréntesis.

En cambio, en el caso de los strings está implementado como un método, por lo tanto, siempre debe invocarse con paréntesis. Veamos el siguiente ejemplo:

char c[] = { 'H', 'o', 'l', 'a' };

System.out.println( c.length );

String s = "Hola";

System.out.println( s.length() );

Mayúsculas y minúsculas

Recordemos que s es un objeto. Contiene información (la cadena en sí misma) y los métodos necesarios para manipularla. Entre otros, los métodos toUpperCase y toLowerCase que utilizamos en este ejemplo para pasar la cadena original a mayúsculas y a minúsculas respectivamente.

Ocurrencias de caracteres

El método indexOf retorna la posición de la primera ocurrencia de un carácter dentro del string. Si la cadena no contiene ese carácter entonces retorna un valor negativo.

Análogamente, el método lastIndexOf retorna la posición de la última ocurrencia del carácter dentro del string o un valor negativo en caso de que el carácter no esté contenido dentro de la cadena.

Subcadenas

El método substring puede invocarse con dos argumentos o con un único argumento.

Si lo invocamos con dos argumentos, estaremos indicando las posiciones desde (inclusive) y hasta (no inclusive) que delimitarán la subcadena que queremos extraer. En cambio, si lo invocamos con un solo argumento estaremos indicando que la subcadena a extraer comienza en la posición especificada (inclusive) y se extenderá hasta el final del string.

Decimos que un método está “sobrecargado” cuando podemos invocarlo con diferentes cantidades y/o diferentes tipos de argumentos. Este es el caso del método substring.

“Sobrecarga de métodos” es uno de los temas que estudiaremos en el capítulo de programación orientada a objetos.

Prefijos y sufijos

Con los métodos startWith y endsWith, podemos verificar muy fácilmente si una

cadena comienza con un determinado prefijo o termina con algún sufijo.

Posición de un substring dentro de la cadena

Los métodos indexOf y lastIndexOf están sobrecargados de forma tal que permiten detectar la primera y la última ocurrencia (respectivamente) de un substring dentro de la cadena en cuestión.

Concatenar cadenas

Para concatenar cadenas podemos utilizar el operador + como se muestra a continuación:

String x = "";

x = x + "Hola ";

x = x + "Que tal?";

System.out.println(x); // imprime "Hola Que tal?"

Si bien lo anterior funciona bien no es la opción más eficiente ya que cada concatenación implica instanciar una nueva cadena y descartar la anterior.

Mucho más eficiente será utilizar la clase StringBuffer .

La clase StringBuffer

Esta clase representa a un string cuyo contenido puede variar (mutable). Provee métodos a través de los cuales podemos insertar nuevos caracteres, eliminar algunos o todos y cambiar los caracteres contenidos en las diferentes posiciones del string.

El compilador utiliza un string buffer para resolver la implementación del operador de concatenación + . Es decir que, en el ejemplo anterior, se utilizará una instancia de StringBuffer de la siguiente manera:

String x = new StringBuffer().append("Hola ")

.append("Que Tal?")

.toString();

La diferencia de rendimiento entre utilizar el operador + y la clase StringBuffer para concatenar cadenas es abismal y a continuación lo demostraremos.

Las operaciones sobre StringBuffer son sincronizadas (ver Capítulo 6). La clase StringBuilder provee la misma funcionalidad y los mismos métodos, pero sin sincronización.

Conversión entre números y cadenas

Java provee clases para brindar la funcionalidad que los tipos de datos primitivos ( int , double , char , etc) no pueden proveer (justamente) por ser solo tipos de datos primitivos. A estas clases se las suele denominar wrappers (envoltorios) y permiten, entre otras cosas, realizar conversiones entre cadenas y números, obtener expresiones numéricas en diferentes bases, etcétera.

Representación numérica en diferentes bases

Java, igual que C, permite expresar valores enteros en base 8 y en base 16. Para representar en entero en base 16, debemos anteponerle el prefijo 0x (léase “cero equis”).

int i = 0x24ACF;

// en decimal es 150223

System.out.println(i); // imprime 150223

Para expresar enteros en base 8, debemos anteponerles el prefijo 0 (léase cero).

int j = 0537;

// en decimal es 351

System.out.println(j); // imprime 351

Utilizando la clase Integer podemos obtener la representación binaria, octal, hexadecimal y en cualquier base numérica de un entero dado. Esto lo veremos en el siguiente programa.

La clase StringTokenizer

La funcionalidad de esta clase la explicaremos sobre el siguiente ejemplo.

Sea la cadena s definida en la siguiente línea de código:

String s = "Juan|Marcos|Carlos|Matias";

Si consideramos como separador al carácter | (léase “carácter pipe”) entonces llamaremos token a las subcadenas encerradas entre las ocurrencias de dicho carácter y a las subcadenas encerradas entre este y el inicio o el fi n de la cadena s .

Para hacerlo más simple, el conjunto de tokens que surgen de la cadena s considerando como separador al carácter | es el siguiente:

tokens = { Juan, Marcos, Carlos, Matias }

Pero si en lugar de tomar como separador al carácter | consideramos como separador al carácter a sobre la misma cadena s el conjunto de tokens será:

tokens = { Ju, n|M, rcos|C, rlos|M, ti, s };

Usar expresiones regulares para particionar una cadena

La clase String provee el método split que permite particionar una cadena a partir de una expresión regular. Si el lector tiene conocimientos sobre expresiones regulares, entonces este método le resultará más útil que la clase StringTokenizer .

Comparación de cadenas

En el lenguaje Java (al igual que en C), no existe un tipo de datos primitivo para representar cadenas de caracteres. Las cadenas se representan como objetos de la clase String .

Ahora bien, la clase String tiene tanta funcionalidad y (yo diría) tantos “privilegios” que muchas veces se la puede tratar casi como si fuera un tipo de datos primitivo.

Informalmente, diremos que “un objeto es una variable cuyo tipo de datos es una clase”.

Así, en el siguiente código:

String s = "Hola a todos !";

s resulta ser un objeto (una variable) cuyo tipo de datos es String . Es decir: un objeto de la clase String o (también podríamos decir) una instancia de esta clase.

Los objetos son, en realidad, referencias (punteros) que indican la dirección física de memoria en donde reside la información que contienen. Por este motivo, no podemos utilizar el operador de comparación == (igual igual) para comparar objetos, porque lo que estaremos comparando serán direcciones de memoria, no contenidos. Como las cadenas son objetos, comparar cadenas con este operador de comparación sería un error.

Lo correcto será comparar las cadenas utilizando el método equals . Este método compara los contenidos y retorna true o false según estos sean iguales o no.

Operadores

Veremos aquí los diferentes tipos de operadores soportados en Java. No nos preocuparemos por buscar ejemplos para mostrar su uso ya que los mismos se irán aplicando y explicando a medida que avancemos en los capítulos de este libro.

Operadores aritméticos

La siguiente tabla resume los principales operadores aritméticos del lenguaje.

|  |  |
| --- | --- |
| Operador | Descripción |
| + | suma |
| - | resta |
| \* | multiplicación |
| / | división |
| % | módulo |
| += | acumulador |
| -= | restador |
| \*= | multiplicador |
| /= | divisor |

Operadores lógicos

La siguiente tabla resume los operadores lógicos disponibles en Java.

|  |  |
| --- | --- |
| Operador | Descripción |
| && | and |
| || | or |
| ! | not |

Operadores relacionales

La siguiente tabla resume los operadores relacionales provistos en Java.

|  |  |
| --- | --- |
| Operador | Descripción |
| == | igual |
| != | distinto (no igual) |
| > | mayor que |
| < | menor que |
| >= | mayor o igual que |
| <= | menor o igual que |

Operadores lógicos de bit

|  |  |
| --- | --- |
| Operador | Descripción |
| & | and binario |
| | | or binario |

Operadores de desplazamiento de bit

|  |  |
| --- | --- |
| Operador | Descripción |
| << | desplazamiento a izquierda |
| >> | desplazamiento a derecha |
| >>> | desplazamiento a derecha incluyendo bit de signo |

Estructuras dinámicas

Las estructuras dinámicas permiten almacenar una cantidad variable de datos. Pueden crecer o decrecer según sea necesario incrementando o decrementando la cantidad de memoria que ocupan.

En general la estructuras dinámicas se forman encadenando unidades de información llamadas “nodo”. Una estructura dinámica se compone de un conjunto de nodos enlazados entre sí más un conjunto de operaciones asociadas a través de las cuales podemos manipular y acceder al conjunto de nodos y a la información que estos contienen.

El nodo

Llamamos así a la unión de un dato más una referencia (o dirección de memoria) a otro nodo.

En Java podemos implementar un nodo como una clase con dos atributos: el dato (lo llamaremos info ) y la referencia a otro nodo (la llamaremos ref ). Dado que, en general, se espera que la estructura contenga datos homogéneos podemos hacer que la clase Nodo sea genérica en T de forma tal que el tipo de dato del atributo info será T mientras que el tipo de dato de la referencia al otro nodo será Nodo<T> .

En una instancia de Nodo<T> , podemos almacenar una unidad de información y la referencia a otro nodo. Si pensamos en varias instancias de Nodo<T> donde cada una tiene la referencia a la próxima podemos visualizar una lista de nodos. Una “lista enlazada”.

Lista enlazada (linked list)

La lista enlazada es la estructura dinámica básica y funciona como base para otras estructuras. Consiste en un conjunto de nodos donde cada nodo mantiene una referencia al siguiente nodo de la lista. El acceso a la lista siempre será a partir del primer nodo, por lo tanto tenemos que mantenerlo referenciado.

Recordemos que las estructuras se definen como un conjunto de nodos enlazados más un conjunto de operaciones. Las principales operaciones que podemos aplicar sobre una lista enlazada son: agregarAlFinal , agregarAlPrincipio , buscar y eliminar .

![](data:image/png;base64,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)

Pila (stack)

Llamamos “pila” a una estructura de datos de acceso restrictivo en la que el último elemento que se agregue siempre será el primero que se saque. A este tipo de estructuras se las llama LIFO (Last In First Out).

Las operaciones asociadas a una pila son: apilar y desapilar (o en inglés “push” y “pop”). Implementaremos una pila sobre una lista enlazada en la cual para apilar un elemento siempre lo agregaremos al principio de la lista y para desapilarlo simplemente eliminaremos el primero y lo retornaremos.

Cola (queue)

Recordemos que una cola es una estructura de acceso restrictivo en la cual el primer elemento que se agrega siempre será el primero que se saque. A este tipo de estructuras lo llamamos FIFO (First In First Out).

La cola tiene dos operaciones asociadas: encolar y desencolar .

Existen dos maneras de implementar una cola. La primera consiste en mantener dos referencias: una apuntando al primer nodo de la lista ( p ) y otra apuntando al último ( q ).

Así, cuando encolamos siempre agregamos un nodo al final de la lista y cuando desencolamos eliminamos el nodo del principio.

Clases LinkedList , Stack y Queue

Java provee las clases LinkedList (lista enlazada), Stack (pila) y la interface Queue (cola). Todas ubicadas en el paquete java.util .

Dado que la clase LinkedList implementa la interface Queue podemos utilizar esta interface para acotar el conjunto de métodos de la clase y limitarnos a ver sólo aquellos que tienen que ver con las restricciones que impone una cola.

Tablas de dispersión ( Hashtable )

Una tabla de dispersión ( Hashtable ) es una estructura de datos que permite mantener elementos asociados a una determinada clave (usualmente un string). Luego, el acceso a cada elemento se hará especificando el valor de esta clave (key) de acceso.
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Árboles

Los árboles son estructuras de datos recursivas que se forman cuando enlazamos nodos

que tienen más de una referencia a otros nodos del mismo tipo.

En el siguiente gráfico, vemos un árbol cuyos nodos tienen dos referencias ( ref1 y ref2 ).
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Dependencias y Maven

Es común en java necesitar de librerías y tener dependencias para un proyecto. Pero no solo necesitamos ciertas librerías sino específicamente una versión de cada una de ellas. Y a su vez ellas pueden necesitar otras.

Maven solventa esta problema a través del concepto de Artefacto. Un Artefacto puede verse como una librería con esteroides (aunque agrupa más conceptos). Contiene las clases propias de la librería pero además incluye toda la información necesaria para su correcta gestión (grupo, versión, dependencias etc).

Para definir un Artefacto necesitamos crear un fichero POM.xml (Proyect Object Model) que es el encargado de almacenar toda la información que hemos comentado anteriormente

La estructura del fichero puede llegar a ser muy compleja y puede llegar a depender de otros POM.

Una vez definidos correctamente todos los Artefactos que necesitamos, Maven nos provee de un Repositorio donde alojar, mantener y distribuir estos. Permitiéndonos una gestión correcta de nuestra librerías, proyectos y dependencias.

Maven nos permite crear un proyecto de Java con una sola línea de comando, respetando un formato específico. El más comun y sencillo es el siguiente:

mvn archetype:generate -DgroupId={project-packaging}  
 -DartifactId={project-name}  
 -DarchetypeArtifactId=maven-archetype-quickstart  
 -DinteractiveMode=false